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**A B S T R A C T**

Company growth in a global setting causes challenges in the adaptation and maintenance of an organization’s methods. In this paper, we will analyze incremental method evolution in software product management in a global environment. We validate a method increment approach, based on method engineering principles, by applying it to a retrospective case study conducted at a large ERP vendor. The results show that the method increment types cover all increments that were found in the case study. Also, we identified the following lessons learned for company growth in a global software product management context: method increment drivers, such as the change of business strategy, vary during evolution; a shared infrastructure is critical for rollout; small increments facilitate gradual process improvement; and global involvement is critical. We then claim that method increments enable software companies to accommodate evolutionary adaptations of development process in agreement with the overall company expansion.
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1. Introduction

The software market has made a shift from developing customized software to primarily developing software as a standard product [36]. Many of these product software companies face difficulties in their product development processes [7,8]. An important solution to these problems is to implement a good software product management function. Ebert describes an empirical study with data from 178 industry projects that shows that time to market, schedule adherence and handover quality all improve with the strengthening of a coherent product management role [10]. The product management practice contains activities that are carried out on operational, tactical, and strategic levels. In earlier research, we identified the following four process areas within software product management: requirements management, release planning, product roadmapping, and portfolio management [31]. Activities in the first two areas are mainly on an operational level, whereas the latter two contain tactical and strategic activities.

Another trend that can be seen in many, especially globally operating, product software companies is company growth. It has been argued that the growth of a company is associated with the rising information intensiveness of production [5]. A rapidly expanding company needs a reorganization of its structural systems [14]. This also holds for the processes and methods that are used. Other authors emphasize that to make a strategy for fast growth work, the structure and processes should be changed in a way that lets them acquire or create specific knowledge about new technologies, customers and industries [12]. Also, strategic investments need to be made in a support infrastructure [28]. Especially in globally operating organizations, it is important to focus on these issues, since many risks are associated with the assumed benefits [6], such as more overhead in communication, coordination and control, and a reduced collaborative time window due to the temporal difference.

To control company growth, organizations use process improvement methods, such as SPICE [11] and CMM [22], to implement new and better practices. These practices can be implemented in different ways and can be evolutionary or revolutionary in nature. In this research, we focus on an evolutionary approach instead of a revolutionary approach, for several reasons: (a) it is a fundamental way to reduce risk on complex improvement projects [13]; and (b) we observe in practice that methods evolve [35]. This evolutionary approach has been subject of research in various scientific studies. Studies have been carried out to find the best approach to instigate a process improvement [24,29] and research has been done to the...
key success factors that influence software process improvement [23]. However, in 2002, it was estimated that still 70% of software process improvement projects failed [27]. In addition, it has been suggested that it is necessary to link any software process improvement program to business goals [9].

To summarize the problem: Product software companies need to implement software product management practices, but at the same time, need to improve their processes to stay in pace with the growth of their organization. Since many software process improvement projects fail, we want to get more insight into this process.

A retrospective case study at a large ERP (Enterprise Resource Planning) vendor is carried out to investigate the method increments that took place over a period of 12 years and eleven countries. Our investigation focuses on the software product management processes requirements management and release planning. The reason for this is that these processes were well documented by the case study company, not only in the last years, but also in earlier years. In addition, the other software product management activities (part of product roadmapping and portfolio management), were at the case company not carried out by product managers. For example, issues concerning partnering and contracting were handled by a separate department, and product lifecycle management and roadmapping were carried out by the management of the company. Therefore, we narrow down our research scope to requirements management and release planning.

We first analyze the general method increments, as introduced [34], which are collections of method fragments that have been changed (inserted, modified, deleted) during a certain method adaptation. Secondly, we explore what the drivers for each method increment were, i.e. what circumstances or events in the organization triggered the method increments. This leads us to the following research question:

Which method increment types occur in incremental method evolution, and which general increment drivers can be identified?

In the next section, we first explain our research approach, including the meta-modeling technique. In Section 2, we describe the design of our retrospective case study, as well as the possible validity threats. Section 3 describes the results of the case study, as well as the analysis in which the method increment types are compared with the found method increments in the case study. Then, in Section 4, we describe the lessons learned from the case study. Section 5 presents an overview of related work. Finally, in Section 6, we describe our conclusions and future research.

2. Research approach

In this paper, we report about a retrospective case study. We chose this type of research for several reasons. Firstly, an exploratory case study makes it possible to get an in-depth understanding of a contemporary phenomenon where the investigator has little control over events [37]. Secondly, the retrospective nature of the case study made it possible to investigate the changes in an organization over a period of twelve years; a time period which is almost impossible to investigate through regular longitudinal research.

Our case study starts with retrospective interviews with several product managers and a document study on the actual deliverables of the used methods in the given time period. Examples of these deliverables are release plans, requirement documents and roadmaps. Based on the interviews and document study, we model the method increments in process-deliverable diagrams (PDDs), which are explained 2.2, and analyze them. Finally, we identify how the method increments found in the case study correspond to our earlier identified elementary method increment types.

In the following sections, we first describe our case study design. Then, in Section 2.2, we describe the meta-modeling technique we used to model the method increments. We conclude by describing the threats to validity.

2.1. Research site

We carried out a case study at Infor Global Solutions (specifically the former Baan company business unit, hereafter called ‘Baan’), a vendor of ERP software. In 1978, Baan was established as a book-keeping consulting company. Over the years, the company changed from a consultant company to a software vendor for businesses. Baan was quoted on the Nasdaq stock exchange as an independent company from 1995 to 2000. The time period that is covered in the case study ranges from 1994 to 2006.

We analyzed the evolution of the software development process at Baan, with emphasis on product management activities. During this period, the development centers of Baan were located in eleven different countries in four continents, as is depicted in Fig. 1. All development centers used a shared infrastructure, consisting of a requirements database, online development method, and the document management systems for storing all development documents [4]. Around the years 1998 – 2001 about 1500 engineers, managers and support staff were employed at Baan R&D. Later,
the size was downscaled, which also implied that we had to include former employees in the case study.

The different locations had different main functions: product development, for developing Baan’s ERP product line and the already integrated products of acquired companies; interoperability, to handle the integration of products of acquired companies with the main ERP product; localization, for localizing the products to international markets; and verticals, which focused on a specific market segment, e.g. automotive and aerospace. Note that the acquired companies also perform independent product development next to the interoperability. This is omitted in Fig. 1, as it is not relevant for the discussion. Also, sales and marketing, implementation services, and maintenance centers are not involved in this study, as these are not responsible for product management [30].

2.2. Case study design

Different sources are used to collect information. Firstly, several interviews were conducted with six former employees of the case company. The choice of these interviewees was based on their knowledge (they all played key roles in the Baan processes under investigation) and their availability. Two explorative 3-h interviews were conducted with the Process Engineer, who was responsible for the process improvement rollout in requirement management. Based on these interviews, the method evolution between 1994 and 2002 was modeled. This information was cross-checked by conducting 2-h follow-up interviews with five other employees of Baan, consisting of two former (Senior) Product Managers, a Director ERP Development, a Manager ERP Product Ownership and a Software Engineering Process Group (SEPG) Manager. In these interviews, also the method snapshots of 1994, 1996, 2003, 2004 and 2006 were identified and modeled.

Secondly, a document study was carried out. Documentation provided by the Process Engineer was used to complement and validate the results from the interviews. This documentation consisted of process descriptions, templates and examples of methods and work products used in the period 1997 until 2006. In total, 26 documents have been analyzed. From the period before 1997 no documentation was available. We focused on the following case study questions, related to software product management:

– Which snapshots can you identify in the method evolution?
– Which methods were used per stage? Which activities can be distinguished?
– Which deliverables resulted from these methods?
– Which process difficulties arose in this stage?
– Why was an increment needed?

2.3. Modeling method increments

For the analysis of method increments, we use process-deliverable diagrams (PDDs), a meta-modeling technique that is based on UML activity diagrams and UML class diagrams [26,32]. The resulting PDDs model the processes on the left-hand side and deliverables on the right-hand side (see Fig. 2).

We follow standard UML [20] conventions, but some minor adjustments have been made for modeling development processes. Firstly, deliverables can be simple or compound. Simple deliverables do not contain any sub-deliverables and are visualized with a rectangle. Compound deliverables contain one or more sub-deliverables. Compound deliverables can be open, visualized with an open shadow, to indicate that it contains sub-deliverables. The sub-deliverables can be shown in the same diagram, by using aggregation, or in another diagram (for example for space saving). Closed compound deliverables, visualized with a closed shadow, indicate that sub-deliverables exist, but are not relevant in this context. Similarly, open and closed activities are used in the diagram. Dotted arrows indicate which deliverables result from the activities. Further details on this modeling technique can be found in [32].

In [34,35], we have defined the notions of method evolution, snapshot and method increment. The PDD, visualized in Fig. 2, is called a snapshot, a model of the method as it was at a certain moment in time. The evolution of a method over time exists of a number of these snapshots. By comparing snapshots, method increments can be analyzed. In Fig. 2, we marked sub-activity 4 and its corresponding concept. We use this marking to show that

![Fig. 2. Process-deliverable diagram.](image-url)
this method fragment is inserted or modified compared to a snapshot earlier in time. Sub-activity 5 and its corresponding concept are also marked. This indicates that this method fragment is deleted, compared to the preceding snapshot.

Based on the meta–meta model of PDDs we identified a list of 18 elementary increment types.

- Insertion of a concept, property, relationship, activity node, transition, role.
- Modification of a concept, property, relationship, activity node, transition, role.
- Deletion of a concept, property, relationship, activity node, transition, role.

These elementary method increment types are used to decompose and analyze the method increments that are found in the retrospective case study.

2.4. Threats to validity

In exploratory research, the quality of the methodology should be judged on the basis of three types of validity [37]. Construct validity concerns the validity of the research method. We used multiple sources of data (interviewees and documents) to ensure that problems related to subjectivity and bias of data were avoided. Furthermore, we had key informants review the draft case study report.

Secondly, external validity concerns the domain to which the results can be generalized. We carried out the case study in the software product management domain in a product software company. We cannot say whether our findings apply to all globally operating product software companies. However, case study findings can be generalized to theory [15]. We are convinced that this study is an important contribution to the theory of incremental method evolution in software product management.

Finally, the reliability of the case study is concerned with demonstrating that the results of the study can be replicated. This threat is mitigated by maintaining a case study database that contains all the relevant information used in the case study. This case study database consists of interview notes, documentation and process-deliverable diagrams of all modeled methods. In addition, we used a case study protocol that has been used in earlier case studies to method increments in product software companies [35].

A few remarks should be made on the retrospective nature of the case study. A problem relating to this type of study is hindsight bias, which refers to the ability of people to reconstruct prior probabilities for an event after it has occurred [16]. In this study, it means that interviewees might have tended to regard the drivers that lead to the method increments as having been fairly predictable (“I knew it from the beginning...”), although this was in reality not the case. We minimized hindsight bias by using multiple interviewees and by backing their comments by documentation such as process descriptions and examples from the case study company.

3. Description of method increments

In 1985, Baan developed its first standard product: a salary software package. However, no requirements or designs were used and no documentation was written. This caused much frustration in the development process; improvement was needed. Some people started working on a standard method and, finally, in 1988 the first version of the Baan Development Method was created. As a result, developers started to document their software. In the early nineties, Baan counted 400 employees and had offices in America and Canada. It was necessary to define clear processes and methods. A Software Process Improvement (SPI) project was started, based on the Capability Maturity Model (CMM). The CMM level was estimated at level 1, so improvement was needed. In 1994, methods for software product management were defined for the first time. We use this as starting point for our analysis.

With the information gathered from the first interviews, we identified 14 method increments, as depicted in Table 1. For each method increment, we listed a description, date, and the countries that initiated the process change. Then, we analyzed the interviews and documents and modeled the 14 snapshots in PDDs, each representing a method that was used in a particular moment in time [33]. These snapshots were identified after a discussion with the interviewees. Based on the analysis, we also described the reason for every increment. In Section 4, we will further elaborate on this.

In the following sections we will analyze the increments. For the sake of brevity, we have only selected those increments with the most interesting method evolution. The other increments are described in [33]. Increments 1–6 and 12 and 13 are described in the sections below. We choose these method increments in order to be able to show all increment types. The first six increments illustrate the principle of including new fragments, and the later ones illustrate the deletion and modification of fragments.

For each method increment, we first describe the circumstances that instigated the increment, as well as the actions that were taken. Secondly, we provide a snapshot of the increment (expressed in a PDD). Thirdly, we give an explanation of the method increment. For clarification, we describe activities between hyphens (e.g. ‘Write requirements document’) and deliverables in capitals (e.g. requirements document). We only use this notation when we are explicitly referring to a PDD.

Table 1

<table>
<thead>
<tr>
<th>#</th>
<th>Increment</th>
<th>Date</th>
<th>Reason for increment</th>
<th>Initiating locations</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Introduction requirements doc.</td>
<td>1994</td>
<td>Development management</td>
<td>Netherlands</td>
</tr>
<tr>
<td>2</td>
<td>Introduction design document</td>
<td>1996</td>
<td>Development management</td>
<td>Netherlands</td>
</tr>
<tr>
<td>3</td>
<td>Introduction version definition</td>
<td>1998, May</td>
<td>Development management</td>
<td>Netherlands and US</td>
</tr>
<tr>
<td>4</td>
<td>Introduction conceptual solution</td>
<td>1999, Nov.</td>
<td>Business management</td>
<td>Netherlands and India</td>
</tr>
<tr>
<td>5</td>
<td>Introduction requirements, business requirements, introduction of product families</td>
<td>1999, May</td>
<td>Development management</td>
<td>Netherlands and India</td>
</tr>
<tr>
<td>6</td>
<td>Introduction tracing sheet</td>
<td>1999, July</td>
<td>Certification</td>
<td>Netherlands, US and India</td>
</tr>
<tr>
<td>7</td>
<td>Introduction product definition</td>
<td>2000, March</td>
<td>Departmental interfacing</td>
<td>Netherlands</td>
</tr>
<tr>
<td>8</td>
<td>Introduction customer commitment process</td>
<td>2000, April</td>
<td>Business management</td>
<td>Netherlands and US</td>
</tr>
<tr>
<td>9</td>
<td>Introduction enhancement request process</td>
<td>2000, September</td>
<td>Departmental interfacing</td>
<td>Netherlands and India</td>
</tr>
<tr>
<td>11</td>
<td>Introduction process metrics</td>
<td>2003, May</td>
<td>Business management</td>
<td>US</td>
</tr>
<tr>
<td>14</td>
<td>Introduction master planning</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
3.1. Increment 1: documenting requirements

Before the snapshot depicted in Fig. 3, the Baan Development Method was used as a standard method to develop and document software. However, this method was restricted to development and testing stages, and no attention was given to requirements engineering.

In Fig. 3, increment 1 of the Requirements stage at Baan is visualized. The requirements were described by the Development manager in the Requirements Document, in order to separate the requirements from the design. This Requirements Document typically consisted of two pages and described mainly functional requirements. Key questions that were answered in this document were: what’s it about, what should it do, and what are the criteria? In addition, the Development manager also described some high-level technical specification of the requirements of functionality.

3.2. Increment 2: separating requirements and design

In increment 1, Development managers were writing their technical specifications in the requirements document. Instead of describing the “what” question, the requirements document described the “how” question. This development driver caused the implementation of a method increment in which the requirements and design was being separated.

In Fig. 4, increment 2 of the requirements stage at Baan is visualized. We can divide this increment into two main adaptations. Firstly, the Technical specification is not described in the Requirements Document anymore but in another document, namely the Design Document. As is described in Section 1, this research focuses on requirements management and release planning. Therefore, we do not elaborate on this deliverable. The second change is the clear structure that has been introduced in the Requirements Document. In the Requirements Document, one or more Requirements are described. Each Requirement has its own description and criteria.

Only one property in the concept Requirements Document has been deleted. The two other properties have been modified; they are now properties of a newly inserted concept: Requirement. Finally, a relationship has been added: the aggregation between Requirement Document and Requirement.

3.3. Increment 3: version definition

In increment 2, the requirements were documented in a requirements document. However, much information was missing in this document and it was not focused on the release of the new product version.

To solve these problems, a team of three developers in Santa Clara, US (cf. 5.3–3), developed the version definition, which contained more information concerning the release. Note that the term 'version definition' is adopted from Baan's organizational terminology. In most literature, the term ‘release planning’ is used. The requirements were also being documented in more detail, and, furthermore, each requirement could now be assigned to a development group.

In Fig. 5, increment 3 of the Requirements stage at Baan is visualized. Looking at the process-side of the diagram, we can distinguish two main activities, namely Requirements management and Version definition. The following method fragments have been altered: First, the role has been changed. Instead of the Development manager, the Program manager is now responsible for the requirements management and release planning. The activity ‘Write requirements document’ is modified in ‘Write version definition’. Furthermore, four activity nodes have been added: three new activities: ‘Gather requirements’, ‘Review version definition’ and ‘Get version definition approval’; and one branch. This branch comes after ‘Get version definition approval’. If this approval is obtained, the next activity can be started; otherwise the version definition has to be reviewed again.

Along with these activity nodes, five new transitions are added to the method. At the deliverable side, several changes have been made as well: the concept Requirements Document is modified in Version definition, and multiple new properties have been added to this concept. Also, several new properties have been added to the existing concept Requirement. A new concept, Group, has been added along with two new constructions. One or more Requirements are now owned by one or more Groups that have the responsibility for this Requirement. Finally, the relationship between Requirement and Version definition has been modified.

Concurrently with this method increment, the development processes of Baan, called Baan Development Method (BDM), were documented and put on the corporate intranet to support the worldwide distributed R&D departments [4] (cf. 5.3–1). In 1998, the BDM website was built in standard HTML, containing instructions, examples and templates for deliverables.

3.4. Increment 4: conceptual solution

Two main problems can be identified in method increment 3. Firstly, software engineers found it hard to read the version definition in order to build what is requested, and consequently did not build the precise features that were intended to be built. Also, the sales people found it hard to read the version definition and know exactly which new functionality was being built in the new product. Finally, it was difficult to store and trace requirements, since they were always part of a requirements document.

Two main improvements were made to solve the problems described above. Firstly, the conceptual solution was developed in the development center of Hyderabad, India (cf. 5.3–3). This document was used for internal and external communication related to requirements. Towards the customer, the requirement raiser, a conceptual solution provides guidance on the way in which
requirements are elaborated and clarified in the perspective of the current Baan products. For the development department a conceptual solution provides input for design and realization of the concept.

After creating templates, instructions and examples, the method increment was first implemented in the main ERP development centers: Barneveld, Hyderabad and Mumbai. Later on, the acquired companies in Hannover, Quebec City, Tokyo and Santa Clara followed (cf. 5.3–4).

The second improvement concerned the separation of the requirements and the version definition. The version definition now only consisted of references to the requirements that are listed in the release table. In this way, requirements could exist without being part of a version definition and the version definition is readable again.

In method increment 4, the following changes have been made. First, a new activity node has been inserted: the activity 'Create conceptual solution'. This activity is open, i.e. it consists of several sub-activities. These sub-activities cannot be specified here due to space limitations. The full list of sub-activities is included in [33]. At the deliverable side, also several changes have been made. Three new concepts have been included. The RELEASE TABLE is as a reference table in the VERSION DEFINITION that refers to the REQUIREMENTS. In this way, requirements could exist without being part of a version definition and the version definition is readable again.

In method increment 4, the following changes have been made. First, a new activity node has been inserted: the activity 'Create conceptual solution'. This activity is open, i.e. it consists of several sub-activities. These sub-activities cannot be specified here due to space limitations. The full list of sub-activities is included in [33]. At the deliverable side, also several changes have been made. Three new concepts have been included. The RELEASE TABLE is as a reference table in the VERSION DEFINITION that refers to the REQUIREMENTS. In this way, requirements could exist without being part of a version definition and the version definition is readable again.

Secondly, the Program manager did not rewrite the requirements. Usually, they were described in the terminology of the customer, and multiple functionalities were often described in one requirement. At this time, hundreds of requirements were entering the company every month, so it was extremely difficult to keep the overview of the requirements database.

The next increment, presented in Fig. 6 shows a twofold solution to the earlier defined problems. The development center in the Netherlands developed a centralized requirements organization system in which a distinction was being made between market requirements and business requirements (cf. 5.3–1). Market requirements were requirements that are directly copied from the requirement raiser. In case a customer raised a certain requirement, it was documented as market requirement in the terminology of the customer. Then, business requirements were written by the product manager, which could be a redefinition of one or multiple market requirements. More information about this process can be found in [17]. The second part of the solution consisted of the use of the common component framework. Since the acquisition rate was quite high in this period, and multiple products were being acquired, several products and product lines exist that shared functionality. By identifying common components, and
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relating that to the business requirements, the product managers tried to protect the company from double work.

As depicted in Fig. 7, several method fragments have been added in method increment 5. First, three new activities have been added, grouped in the ‘Requirements management’ main activity. The three activities are ‘Create market requirement’, in which a new Market Requirement, in the customer's terminology, is added to the requirements database; ‘Maintain product line’, in which Common Components, or core assets, are identified and managed; and ‘Create BR release independent’, in which Business Requirements are created, based on the stored Market Requirements. Together with the introduction of the three activities, also several things changed at the deliverable side. Requirement is modified in Business Requirement. The concept Market Requirement is inserted to distinguish customer wishes from actual business or product requirements. Zero or more Market Requirements are related to zero or more Business Requirements. Common Component was added, with relationships to Market Requirement and Business Requirement. Finally Theme is inserted, which is only related to Business Requirement. Two extra small changes have been made, namely the introduction of an aggregation relationship for Conceptual Solution and several extra attributes in Capacity.

In Fig. 8, a screenshot of the requirements database is illustrated. The picture shows a Business Requirement that is linked to several Market Requirements.

3.6. Increment 6: tracing sheet

Increment 6 has a somewhat different driver for improvement than the previous method increments. This method increment was initiated in order to be CMMI certified. Several large customers demanded a certain CMMI level of Baan, so extra practices needed to be implemented to meet this demand.

In this case, the development center in the Netherlands decided to implement the tracing sheet, which purpose was to provide evidence of an association between a requirement and its source requirements, its realization, and its verification. Using the tracing sheet had several benefits: maintaining consistency between business requirements and conceptual solutions; checking the completeness of the work in progress; assisting in finding affected documents and components in case of a change request; and tracking the progress of the project.

In Fig. 9, increment 6 is depicted. In this snapshot, a large part of the concepts is omitted because of space limitations. The concepts that are not depicted in this snapshot, but are depicted in the snapshot of increment 5, have not been altered. The method increment consists of the addition of several method fragments. First, the activities ‘Enter BR info in tracing sheet’ and ‘Enter CS info in tracing sheet’ have been added to the process-side of the diagram. At the deliverable side of the PDD, two concepts have been added: Tracing Sheet, with four attributes, and Tracing Table, with ten attributes. These concepts are connected by an aggregation.

In Fig. 10, we illustrate a part of the tracing sheet. The example shows (among others) a sheet with three business requirements, with the description, linked market requirement, and some information concerning the conceptual solution in which the market requirement is detailed.

Note that increments 4, 5 and 6 were relatively small and introduced in a timeframe of nine months (see Table 1). These increments were deliberately kept small for the sake of easy implementation (cf. 5.3–2).
3.7. Increment 12: omitting the common component framework

Method increment 12 takes place in 2003. In 2000, Baan got into serious financial problems and is finally taken over by Invensys, which was in that time Europe’s second largest software company, just behind Germany’s SAP.

Several problems concerning the common component framework are identified. First of all, product managers found it difficult to make the distinction between common and market-specific components. Secondly, in practice the developers did not use the common components, because they found it too much work. Thirdly, because of the many acquisitions in this period, and consequently the long range of acquired products, the common component framework was too difficult to maintain.

Altogether, the common component framework could not be maintained and management decided to eliminate the common component framework and only focus on the linkage between business requirements and market requirements.

In Fig. 11, the snapshot in increment 12 is depicted. One activity has been deleted, namely ‘Maintain product line’. Also, two concepts are deleted: COMMON COMPONENT and THEME, together with their attributes and their relationships to MARKET REQUIREMENT and BUSINESS REQUIREMENT.

3.8. Increment 13: voting sheet

In June 2003, Invensys sold the Baan company to SSA Global, a large ERP vendor. A year later, method increment 13 took place. At that time, the requirements database had gotten so large that it was not useful anymore. At that moment several thousands of market requirements were stored and it was impossible to link them all properly to business requirements. The consequence was that customers complained because their demands were not met.

The solution was to leave the system of storing separate market and business requirements. Now, the market requirements are
stored in the voting list. During a customer voting process, the ones that receive the most votes are stored in the requirements database as business requirements, the ones that score average are saved for the next voting round, and the ones that receive almost no votes are deleted.

In Fig. 12, one extra activity is inserted, namely ‘Carry out customer voting process’. Another activity is modified, namely from ‘Create BR release independent’ to ‘Store selected MRs as BRs’. At the deliverable side, one extra concept is added, the VOTING SHEET. This concept has several new attributes and an aggregation relationship to MARKET REQUIREMENTS. Several attributes have been deleted, modified or inserted in the existing concepts. Finally, the relationship between MARKET REQUIREMENT and BUSINESS REQUIREMENT is changed from aggregation to generalization.

4. Analysis and lessons learned

Reflecting on the retrospective case study that we carried out at Baan, we identified several lessons learned. First, we give an overview of our method increment analysis. Then, we describe the lessons learned on incremental method evolution. Finally, we reflect on four lessons learned at Baan, concerning software product management in a global setting.

4.1. Method increments analysis

Looking at the modeled method increments, we can conclude that all increments found in the retrospective case study can be modeled with the 18 elementary method increment types that are listed in Section 2.2.

By counting the occurrences of elementary method increments in the series of analyzed method increments, we have constructed Table 2. Several things attract attention. Firstly, properties are most often inserted, modified or deleted. These kinds of method increments happen because of two reasons. First, it can be a side effect of another, more essential, change in the method. For example, in method increment 4, a release table is added. This leads to an inevitable change in the properties of the requirements concept, since this concept is now not part of the version definition anymore, but exists on its own, and is referred to in the release table. The other reason for an introduction, modification or change of attributes can be found in the experience of the users of the method. When a product manager or developer uses a certain template, it may become clear that one of the attributes is newly required or becomes
redundant. These kinds of changes are easy to implement without changing the entire method rationale.

The second thing that attracts attention is that concepts and activity nodes are inserted regularly, but not often deleted. Consequently, the same holds for Relationships and Transitions. The reason for this is quite clear: during most of the years that are covered in the case study, Baan went through a large growth. Furthermore, during the period of downsizing after 2001, the method stays in place and is hardly scaled down in a similar proportion.

Role is the method fragment that changes the least. Two new roles were inserted: first the Program manager and later the product manager. These roles kept on existing, as well as the development role. Of course, the number of employees in these roles changed over time. At a certain moment 60 product managers were employed and at other times 10. However, the role of the product manager was never omitted.

4.2. Regarding incremental method evolution

Concerning incremental method evolution, we learned that increment drivers vary during evolution. The improvement of the requirements management processes related to the method increments were motivated by four different drivers:
1. **Development management**: The growth of the development effort requires that the role of the product manager is established, with expanding responsibilities for requirements management and release planning. As shown in Table 1, this driver caused five of the fourteen method increments.

2. **Business management**: The change of corporate business strategy requires process changes. The business management driver was responsible for four method increments.

3. **Departmental interfacing**: Other departments, such as marketing and customer services, require process adaptations for smooth interoperations and performance improvement. We found three method increments that were triggered by this driver.

4. **Certification**: The ambition to achieve higher maturity levels in CMMI requires the implementation of certain process extensions, although those processes may not strictly speaking be critical to the business. Two of the fourteen method increments were caused by the certification driver.

Usually a process change is due to a combination of drivers, but always one main motivation could be identified. Table 1 shows the variety in the main motivation for each method increment.

### 4.3. Regarding global Software Product Management

In the years of process improvement in requirements management, Baan gained a variety of experiences. From these, the following lessons learned were distilled, which can serve as guidance for other globally operating product software vendors.

#### 4.3.1. Shared infrastructure is critical for rollout

The company-wide availability of and access to tools supporting the method is a critical success factor for the proper adoption of new method increments. In the Baan case these were the central requirements database, the development method on the intranet, and the document management systems for storing all development documents (cf. [4]).

#### 4.3.2. Small increments facilitate gradual process improvement

Most organizations are not able to adopt large method increments in one step. Simple method adaptations such as for example the introduction of a new conceptual solution document (increment 5) or a new tracing sheet (increment 6), can easily be communicated to the product managers. Small increments usually require some simple instructions without a formal training program, and personal communication means (telephone, email) support the rollout to all teams worldwide.

#### 4.3.3. Global involvement is critical

A centralistic process improvement effort will not be successful. Baan had a Software Engineering Process Group (SEPG) composed of representatives of all major development centers. The global rollout of method increments was facilitated by the local SEPG representatives. Furthermore, for some improvements a distributed project team was formed, the so-called Process Action Team (PAT). The PAT, consisting of experts in the improvement area, developed the method increment with templates, instructions and examples. In this way methodical content was accumulated with contributions from all global development locations. (cf. increments 3 and 4).

#### 4.3.4. Acquired companies come later

Product software companies are known for their strong corporate cultures (cf. Google [30], Microsoft [8]). This also implies that the companies have their own process cultures. After acquisition it is important to support the existing culture and method for a while, and motivate the evolutionary adaptations toward a uniform method.

### 5. Related work

Several studies to evolution of methods and processes within the software domain have been carried out. To start with, Nejmeh and Riddle [18] argue that a company’s context is the major...
influence on the definition and sequencing of process change cycles. Since all companies operate in different contexts, there is no “one size fits all” process evolution approach suitable for all companies. To cope with this, Nejmeh and Riddle developed a Process Evolution Dynamics Framework, which helps companies to cope with their process evolution in response to several drivers. As examples of these drivers, they mention customer desires, marketplace structure, personnel availability and capability, business goals, and available technology.

Ahn et al. [1] use a more generic structure to categorize increment drivers or, as they call it, evolution drivers. In their research, they propose a mechanism that supports the customization of software processes, based on Case Based Reasoning and a knowledge-based technique. The evolution drivers that they use are improvement drivers, such as complying with a certain CMM level, and domain-specific drivers, which can be any context driver, such as the use of a new technology.

The improvement drivers that Ahn et al. [1] identified are also used by Nguyen and Conradi [19]. They developed a categorization framework for process evolution which consists of six dimensions: where, why, what, when, how and by whom. The why dimension represents the major causes (or driver) and is classified in four categories: correction, refinement, adjustment, and improvement. In a case, study Nguyen and Conradi found that 35–40% of the recorded evolutions were requested or caused by the customer; 40% of recorded evolutions occurred because of resource underestimating; and 20% of the evolutions were a result of revising the plan document by changing initially planned activities.

Bandinelli et al. [2] use yet again another categorization mechanism. They divide evolution drivers within a software process into three categories of change: incremental definition, which is caused by the fact the it is impossible to define an entire software process model from the beginning; changes in the environment or organization, which may be caused by, for example, the introduction of new tools and changes in the strategy; customization of the software process model, which refers to the possibility of the process agents (e.g. the developers) to change the process when necessary.

Finally, some research has been conducted to method rationale and evolution. Rossi et al. [25] investigated the use of method rationale. They found that for organizations method rationale is a powerful mechanism in maintaining knowledge on systems development. By maintaining method rationale, i.e. preserving information on earlier method versions, changes and decisions, it can support future decision-making on the method; help method users to become familiar with the method; and make peculiarities and limitations of the currently used method more understandable. A drawback of this approach is that the true reasons of method changes are not always clear and sometimes controversial within the organization. Related to this is the research of Ocampo and Münch [21], who carried out an exploratory study to process evolution rationale. In this study they analyzed a database that was filled by process engineers with changes on software processes as well as justifications of the changes. They found a list of 11 explanations of changes. However, all explanations concerned procedural issues, such as ambiguous descriptions, non-compliant activities and improper sequences of activities.

In our study we found four main increment drivers: development management, business management, departmental interfacing, and certification. Several of these drivers are also mentioned in other studies. For example, Ahn et al. [1] mention improvement drivers for complying with a certain standard. This clearly resonates with our certification driver. However, many drivers do not directly map because we have a different focus. For example, Nejmeh and Riddle [18] describe customer desires as an increment driver. We do not describe these issues, because we only look at the Software Product Management function. Issues that are handled by other departments, such as marketing and sales, are categorized in the increment driver Departmental interfacing. In the same way, we can group e.g. Availability and Capability under the Development driver.

6. Conclusions

In this work, we carried out a research on incremental method evolution in a global software product management setting. We used a retrospective case study to analyze method increments. The results of this case study show that all increments found in the retrospective case study can be modeled with the 18 method increment types that we identified. However, in this case study, not all increments that we identified occurred.

In addition to the validation of the generic method increment types, we researched the general principles behind method increments. We found four increment drivers, in which we can place all method increments. These are development management, business management, departmental interfacing and certification.

6.1. Implications for practice

This retrospective case study shows the evolution of methods of what once was largest Dutch software vendor. We show how a company can cope with the its growth by changing its methods in small incremental steps. In addition, we described our lessons learned by reflecting on twelve years of implementing process improvements in the product management processes at Baan. Entrepreneurial opportunism in combination with changing economic situations requires product software companies to adapt their methods frequently. It is then critical to maintain up-to-date method documentation, including proper explanations of changes and notifications to the involved stakeholders.

6.2. Implications for research

Situational method engineering theory has focused mostly on constructing or adapting a method for a certain project. However, the evolution of methods that takes place in most companies is neglected. In this research, we show the mechanism of incremental situational method engineering. Each method increment is caused by an increment driver that arises from a changed company situation. By using method increments for software process improvement, companies can implement small, local changes in their processes. Accordingly, they are not forced to radical changes.

Our experience is that by properly embedding these increments in the existing infrastructure and communicating them to the right knowledge workers, process improvements can be implemented evolutionary and successfully.

More empirical research is needed into the method execution problems and improvement needs in relationship to the size, structure and assembly of the method increment. Furthermore, the propagation of process changes to the corresponding transformation of deliverables and vice versa still requires adequate tool support.

6.3. Future research

Currently, we are working on the realization of the Product Software Knowledge Infrastructure [34,35]. With this infrastructure, product software companies can obtain a custom-made advice that helps them to improve their processes. The method increment types that we validated in this case study are used to implement assembly rules in the infrastructure. In addition, research is being done to the situational factors that influence the choice of software
product management methods [3]. In the future, we plan to fill the method base with these situational factors, method fragments and assembly rules, and validate it at product software companies of different sizes and in different sectors.
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